Logfile analysis allows website owners a deep insight about how Google and other search engines crawl their pages. How often does a bot come by a page, which pages are rarely or not at all visited by the bots? For which pages does the bot get errors? All these and more questions can be answered by a log file analysis.

Unfortunately, a log file analysis is extremely time-consuming in many cases, as very few employees have access to the log files, especially in large organizations. If you have managed to access this treasure trove of data, the evaluation of the usually huge files can cause you headaches.

For collecting our logs we used [log-hero.com](https://log-hero.com/), a tool which stores the logs directly in Google Analytics and we can simply query the data there via the API and compare this data directly with user data from the main account as needed in the analysis.

**Get the Bot Data from Google Analytics**

To get to know the paths the google crawler travels along our page, we first need the data provided through [Log Hero](https://log-hero.com/). We can easily acccess the data through an API call to Google Analyitcs. We like to use the rga package, but you may prefer the googleAnalyticsR. Both deliver the data in the same format, so it’s mostly a matter of personal preference. It is very important though to use the rga package.

Library(rga)

rga.open(instance="ga",

client.id = "xxxxxxxxxxxxxx.apps.googleusercontent.com",

client.secret = "xxxxxxxxxxxxxxxxx")

logdata <- ga$getData("177217805", start.date = '2018-06-01', end.date = '2018-10-28', dimensions = "ga:year,ga:date,ga:pagePath", metrics = "ga:hits", filters = "ga:dimension2=@Google;ga:dimension4==200", batch = TRUE

**Follow the Googlebot**

We do some data wrangling to put the steps of the crawler into a format that is accepted by the clickstream package. Now we know the paths the crawlers is taking and are able to find a structure within these paths. A natural model to be applied here is markov chains which are easily fitted and plotted.

# Use four lettters of md4 sum to make plot readable

logdata$pagePathMD5 = substr(unlist(lapply(logdata$pagePath,FUN = digest::sha1)),1,4)

logdata %>%

filter(hits > 10) ->

filtered\_logdata

# Data wrangling for clickstream format

path <- ddply(filtered\_logdata, "year",function(logdata)paste(logdata$pagePathMD5,collapse = ","))

newchar <- as.character(path$V1)

csf <- file(description = "clickstream.txt")

writeLines(newchar,csf)

cls <- readClickstreams(csf, header = TRUE)

# Fit and plot MC

mc <- fitMarkovChain(cls)

plot(mc, edge.label = NULL)
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**But how often will Google visit us again?**

With the help of the high-level prediction package of prophet, we can make easy and surprisingly accurate predictions of how many times the crawler will visit the page in the future – by learning from past data. There is however some erratic component to the crawler behaviour – or rather we are missing some information.

prophet\_input = logdata[,c("date","hits")]

colnames(prophet\_input)<-c("ds", "y")

m <- prophet(prophet\_input)

## Initial log joint probability = -3.33717

## Optimization terminated normally:

## Convergence detected: relative gradient magnitude is below tolerance

future <- make\_future\_dataframe(m, periods = 60)

forecast <- predict(m, future)

plot(m, forecast)

**![Prophet googlebot](data:image/png;base64,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)**

**Estimating the hits of a single page**

Now if we add a new page or otherwise want to predcit how often a single page will be visited by the crawler, we would like to build a prediction model. For this, we will use 4 sources of data:

1. The Loghero data – Where was the crawler in the past and how often?
2. The standard Google Analytics Data – Where and how long do human users stay?
3. Screaming Frog page data – Meta data of each page (text ratio, word count, size…)
4. Screaming Frog link data – (Unique) in and outlinks to the page

So let us gather all this data. We will be using the googleAnalyticsR package this time.

# GA data

googleAnalyticsR::ga\_auth(new\_user = TRUE)

# Loghero Data

df\_loghero = google\_analytics\_3(id = ">your\_LOGHERO\_ID<",start = '2018-05-01',end = '2018-10-15',

dimensions = c("ga:dimension2","ga:dimension1", "ga:dimension4" ,"ga:pagePath"),

metrics = c("ga:hits","ga:metric1"),

filters = "ga:dimension2=~^Googlebot(\\-Mobile)?",

samplingLevel = "WALK")

# Google Analytics data

df\_user\_ga = google\_analytics\_3(id = ">your\_GA\_ID",start = '2018-05-01',end = '2018-08-15',

dimensions = c("ga:pagePath","ga:hostname"),

metrics = c("ga:pageviews","ga:avgTimeOnPage","entrances"),

samplingLevel = "WALK")

# Screaming Frog data

# Written to csv files in screaming frog application

page\_data = fread(input = "internal\_html.csv")

page\_inlinks = fread(input = "all\_inlinks.csv")

To merge all our data together we have to do some basic data wrangling.

library(googleAnalyticsR)

library(igraph)

library(ranger)

library(data.table)

library(dplyr)

# Feature Engineering and Type Casting

df\_loghero$avgMetric1 = df\_loghero$metric1 / as.numeric(df\_loghero$hits)

df\_loghero$hits = as.factor(df\_loghero$hits)

# Build into a single file

page\_data$pagePath = gsub(pattern = "http://ohren-reinigen.de","",page\_data$Address)

df\_loghero$pagePath<-gsub("sitemap", "sitemap",df\_loghero$pagePath)

df\_loghero$pagePath<-gsub(".\*sitemap.\*", "sitemap",df\_loghero$pagePath)

df\_loghero$pagePath<-gsub("^\\/$", "Home",df\_loghero$pagePath)

df\_user\_ga$pagePath<-gsub("sitemap", "sitemap",df\_user\_ga$pagePath)

df\_user\_ga$pagePath<-gsub(".\*sitemap.\*", "sitemap",df\_user\_ga$pagePath)

df\_user\_ga$pagePath<-gsub("^\\/$", "Home",df\_user\_ga$pagePath)

# summarise

df\_user\_ga %>%

group\_by(pagePath) %>%

summarise(pageviews = sum(pageviews),

avgTimeOnPage = mean(avgTimeOnPage),

entrances = sum(entrances)) %>%

ungroup() ->

df\_user\_ga

df\_loghero %>%

group\_by(pagePath) %>%

summarise(hits = sum(as.numeric(hits)),

avgMetric1 = mean(avgMetric1)) ->

df\_loghero

# merge 1

df\_merged = merge(page\_data, df\_loghero, by = "pagePath")

df\_merged = merge(df\_merged, df\_user\_ga, by = "pagePath", all.x = TRUE)

# Basic imputation

df\_merged$pageviews[is.na(df\_merged$pageviews)] = mean(df\_merged$pageviews,na.rm = TRUE)

df\_merged$avgTimeOnPage[is.na(df\_merged$avgTimeOnPage)] = mean(df\_merged$avgTimeOnPage,na.rm = TRUE)

df\_merged$entrances[is.na(df\_merged$entrances)] = mean(df\_merged$entrances,na.rm = TRUE)

# Use only R standard variable names

names(df\_merged) = make.names(names(df\_merged))

We will now use to basic models which we will train on a subset and test on test set. First, we will use a Random Forest to estimate a basic regression, ignoring the ordinal factor scale of counting the visits discreetly, but enjoying the non-linearity. In the second model, we will use a generalize linear model with poisson link and thusly incorporate the fact we are predicting a count variable but losing non-linearity in the proess.

# Modelling

# Train Test Split

train\_idx = sample(1:nrow(df\_merged),size = round(2\*nrow(df\_merged)/3),replace = FALSE)

train = df\_merged[train\_idx,]

test = df\_merged[-train\_idx,]

# Ranger basic Model

mod\_rf = ranger(formula = hits ~ Word.Count

+ Unique.Inlinks

+ Unique.Outlinks

+ Inlinks

+ Outlinks

+ Text.Ratio

+ Response.Time

+ Size

+ pageviews

+ avgTimeOnPage

+ entrances

, data = train, num.trees = 500,importance = "impurity")

mod\_glm = glm(formula = hits ~ Word.Count

+ Unique.Inlinks

+ Unique.Outlinks

+ Inlinks

+ Outlinks

+ Text.Ratio

+ Response.Time

+ Size

+ pageviews

+ avgTimeOnPage

+ entrances,

data = train,

family = poisson)

# Predict values

test$pred\_rf = round(predict(mod\_rf, data = test)$predictions)

test$pred\_glm = round(predict(mod\_glm, newdata = test))

We have trained the models and now predicted the number of crawler visits for pages the model hast never seen. Let’s compare the predicted values with the actual ones:

test %>%

dplyr::select(pagePath,hits,pred\_rf,pred\_glm) %>%

arrange(desc(hits))

| **pagePath** | **hits** | **pred\_rf** | **pred\_glm** |
| --- | --- | --- | --- |
| /ohrenschmalz/ | 197 | 126 | 5 |
| /ohren-reinigen/ohrenkerzen/ | 195 | 74 | 5 |
| /ohren-reinigen/ohren-reinigen-bei-haustieren/ | 127 | 120 | 6 |
| /ohren-reinigen/ohrenreiniger/ | 79 | 72 | 4 |
| /otoskop/ | 69 | 41 | 4 |
| /reinigungsanleitung/ | 63 | 44 | 5 |
| /ohren-reinigen/wattestaebchen/ | 47 | 97 | 4 |
| /testsieger/ | 38 | 53 | 2 |

test %>%

dplyr::select(pagePath,hits,pred\_rf,pred\_glm) %>%

arrange(desc(hits)) %>%

mutate(rank = rank(1/hits, ties.method = "min"),

rank\_rf = rank(1/pred\_rf, ties.method = "min"),

rank\_glm = rank(1/pred\_glm, ties.method = "min")) %>%

dplyr::select(pagePath, rank, rank\_rf, rank\_glm)

| **pagePath** | **rank** | **rank\_rf** | **rank\_glm** |
| --- | --- | --- | --- |
| /ohrenschmalz/ | 1 | 1 | 2 |
| /ohren-reinigen/ohrenkerzen/ | 2 | 4 | 2 |
| /ohren-reinigen/ohren-reinigen-bei-haustieren/ | 3 | 2 | 1 |
| /ohren-reinigen/ohrenreiniger/ | 4 | 5 | 5 |
| /otoskop/ | 5 | 8 | 5 |
| /reinigungsanleitung/ | 6 | 7 | 2 |
| /ohren-reinigen/wattestaebchen/ | 7 | 3 | 5 |
| /testsieger/ | 8 | 6 | 8 |

As we can see, the random forest is far more capable of dealing with the large differences in scale in between the pages than the glm. But if we only consider the rank of the pages, both models acutally work pretty well. From an user perspective, the concret number of predicted visits is not as important as the fact which pages are visited more often. The GLM of course offers to take a look at the beta values:

summary(mod\_glm)$coefficients

## Estimate Std. Error z value Pr(>|z|)

## (Intercept) 11.7771264452 1.884972e+00 6.2479049 4.159949e-10

## Word.Count 0.0063256324 7.856065e-04 8.0519097 8.151201e-16

## Unique.Inlinks 0.0967094083 3.276334e-02 2.9517569 3.159715e-03

## Unique.Outlinks 0.2747712141 1.120261e-01 2.4527436 1.417714e-02

## Inlinks 0.0062746899 6.595578e-03 0.9513481 3.414277e-01

## Outlinks -0.0886505758 4.462267e-02 -1.9866712 4.695885e-02

## Text.Ratio -0.4113764679 7.342136e-02 -5.6029539 2.107293e-08

## Response.Time 2.2484413075 1.285903e+00 1.7485306 8.037219e-02

## Size -0.0002508579 6.675199e-05 -3.7580583 1.712370e-04

## pageviews -0.0004068211 1.399437e-04 -2.9070336 3.648740e-03

## avgTimeOnPage 0.0059767188 1.986728e-03 3.0083225 2.626942e-03

## entrances 0.0004635700 1.624705e-04 2.8532566 4.327367e-03

 With these information you can further tune and adjust your homepage and find out what the crawler is actually doing.

**Further thoughts to predict the Google Bot**

This article shows the first experiments we can do with the data from Log Hero for individual pages. Even further, we managed to produce viable proof-of-concept models for crawler behaviour prediction within a few dozen lines of code. Investing more time and thought may lead to very sophisticate models directly suited to your needs.

The idea now is to add more and more data points to the prediction and to find out what were the most important factors in our prediction – the page speed, behaviour/traffic by real users, in- and outlinks?

We are very happy if you could share your results with us, if you can do similar analyses (or even the same with the code above) analyses or give further tips for perhaps relevant data points.